Table des matières

[**Node.js Tutorial** 2](#_Toc440633592)

[I. Introduction 2](#_Toc440633593)

[1. Prerequisites 2](#_Toc440633594)

[2. What is Node.js? 2](#_Toc440633595)

[3. Features of Node.js 3](#_Toc440633596)

[4. Who Uses Node.js? 3](#_Toc440633597)

[5. Concepts 3](#_Toc440633598)

[6. Where to Use Node.js? 4](#_Toc440633599)

[7. Where Not to Use Node.js? 4](#_Toc440633600)

[II. Local Environment Setup 5](#_Toc440633601)

[1. Text Editor 5](#_Toc440633602)

[2. The Node.js Runtime 5](#_Toc440633603)

[a) Download Node.js archive 5](#_Toc440633604)

[b) Installation on UNIX/Linux/Mac OS X, and SunOS 6](#_Toc440633605)

[c) Installation on Windows 6](#_Toc440633606)

[d) Verify installation: Executing a File 7](#_Toc440633607)

[III. Node.js - First Application 7](#_Toc440633608)

[1. Creating Node.js Application 8](#_Toc440633609)

[IV. Node.js - REPL Terminal 10](#_Toc440633614)

[V. Node.js - npm 13](#_Toc440633619)

[1. Installing Modules using npm 14](#_Toc440633620)

[2. Global vs Local installation 14](#_Toc440633621)

[3. Uninstalling a module 16](#_Toc440633622)

[4. Updating a module 16](#_Toc440633623)

[5. Search a module 16](#_Toc440633624)

[6. Create a module 16](#_Toc440633625)

[VI. Node.js - Callbacks Concept 17](#_Toc440633626)

[1. What is Callback? 17](#_Toc440633627)

[2. Blocking Code Example 18](#_Toc440633628)

[3. Non-Blocking Code Example 18](#_Toc440633629)

[VII. Node.js - Event Loop 19](#_Toc440633630)

[1. Event Driven Programming 20](#_Toc440633631)

[2. Example 21](#_Toc440633632)

[3. How Node Applications Work? 22](#_Toc440633633)

[VIII. Node.js - Event Emitter 23](#_Toc440633634)

[1. EventEmitter Class 23](#_Toc440633635)

[2. Methods 24](#_Toc440633636)

[3. Class Methods 25](#_Toc440633637)

[4. Events 25](#_Toc440633638)

[5. Example 26](#_Toc440633639)

[IX. Node.js - Buffers 28](#_Toc440633640)

[1. Creating Buffers 28](#_Toc440633641)

[2. Writing to Buffers 29](#_Toc440633645)

[3. Reading from Buffers 29](#_Toc440633650)

[4. Convert Buffer to JSON 31](#_Toc440633655)

[5. Concatenate Buffers 31](#_Toc440633659)

[6. Compare Buffers 32](#_Toc440633664)

[7. Copy Buffer 33](#_Toc440633669)

[8. Slice Buffer 34](#_Toc440633674)

[9. Buffer Length 35](#_Toc440633679)

[10. Methods Reference 35](#_Toc440633683)

[X. Node.js - Streams 36](#_Toc440633684)

[1. What are Streams? 36](#_Toc440633685)

[2. Reading from stream 37](#_Toc440633686)

[3. Writing to stream 38](#_Toc440633687)

[4. Piping streams 39](#_Toc440633688)

[5. Chaining streams 40](#_Toc440633689)

[XI. Node.js - File System 42](#_Toc440633690)

[1. Synchronous vs Asynchronous 42](#_Toc440633691)

[2. Open a File 43](#_Toc440633693)

[3. Flags 44](#_Toc440633696)

[1. Get File information 45](#_Toc440633698)

[4. Writing File 48](#_Toc440633702)

[5. Reading File 49](#_Toc440633706)

[6. Closing File 51](#_Toc440633710)

[7. Truncate File 53](#_Toc440633714)

[8. Delete File 55](#_Toc440633718)

[9. Create Directory 56](#_Toc440633722)

[10. Read Directory 57](#_Toc440633726)

[11. Remove Directory 58](#_Toc440633730)

[XII. Node.js - Web Module 60](#_Toc440633734)

[1. What is Web Server? 60](#_Toc440633735)

[2. Web Application Architecture 60](#_Toc440633736)

[3. Creating Web Server using Node 61](#_Toc440633737)

[4. Creating Web client using Node 64](#_Toc440633739)

[I. Node.js - Express Framework 66](#_Toc440633740)

[1. Express Overview 66](#_Toc440633741)

[2. Installing Express 66](#_Toc440633742)

[3. Hello world Example 67](#_Toc440633743)

[4. Request & Response 68](#_Toc440633744)

[5. Basic Routing 69](#_Toc440633745)

[6. Serving Static Files 71](#_Toc440633746)

[7. GET Method 73](#_Toc440633747)

[8. POST Method 75](#_Toc440633748)

[9. File Upload 77](#_Toc440633749)

[10. Cookies Management 80](#_Toc440633750)

[II. Node.js - RESTful API 80](#_Toc440633751)

[1. What is REST architecture? 80](#_Toc440633752)

[1. RESTful Web Services 81](#_Toc440633754)

[2. Creating RESTful for A Library 81](#_Toc440633755)

[3. List Users 83](#_Toc440633756)

[4. Add User 84](#_Toc440633757)

[5. Show Detail 87](#_Toc440633758)

[6. Delete User 88](#_Toc440633759)

[III. Node.js - Scaling Application 89](#_Toc440633760)

[1. The exec() method 90](#_Toc440633761)

[2. The spawn() method 92](#_Toc440633764)

[3. The fork method 95](#_Toc440633767)

**Node.js Tutorial**

# Introduction

Haut du formulaire

Node.js is a very powerful JavaScript-based framework/platform built on Google Chrome's JavaScript V8 Engine. It is used to develop I/O intensive web applications like video streaming sites, single-page applications, and other web applications. Node.js is open source, completely free, and used by thousands of developers around the world.

# Prerequisites

Before proceeding with this tutorial, you should have a basic understanding of JavaScript. As we are going to develop web-based applications using Node.js, it will be good if you have some understanding of other web technologies such as HTML, CSS, AJAX, etc.

# What is Node.js?

Node.js is a server side platform built on Google Chrome's JavaScript Engine (V8 Engine). Node.js was developed by Ryan Dahl in 2009 and its latest version is v0.10.36. The definition of Node.js as supplied by its [official documentation](http://nodejs.org/) is as follows −

Node.js is a platform built on [Chrome's JavaScript runtime](http://code.google.com/p/v8/) for easily building fast and scalable network applications. Node.js uses an event-driven, non-blocking I/O model that makes it lightweight and efficient, perfect for data-intensive real-time applications that run across distributed devices.

Node.js is an open source, cross-platform runtime environment for developing server-side and networking applications. Node.js applications are written in JavaScript, and can be run within the Node.js runtime on OS X, Microsoft Windows, and Linux.

Node.js also provides a rich library of various JavaScript modules which simplifies the development of web applications using Node.js to a great extent.

Node.js = Runtime Environment + JavaScript Library

# Features of Node.js

Following are some of the important features that make Node.js the first choice of software architects.

* **Asynchronous and Event Driven** All APIs of Node.js library are asynchronous that is, non-blocking. It essentially means a Node.js based server never waits for an API to return data. The server moves to the next API after calling it and a notification mechanism of Events of Node.js helps the server to get a response from the previous API call.
* **Very Fast** Being built on Google Chrome's V8 JavaScript Engine, Node.js library is very fast in code execution.
* **Single Threaded but Highly Scalable** - Node.js uses a single threaded model with event looping. Event mechanism helps the server to respond in a non-blocking way and makes the server highly scalable as opposed to traditional servers which create limited threads to handle requests. Node.js uses a single threaded program and the same program can provide service to a much larger number of requests than traditional servers like Apache HTTP Server.
* **No Buffering** - Node.js applications never buffer any data. These applications simply output the data in chunks.
* **License** - Node.js is released under the [MIT license](https://raw.githubusercontent.com/joyent/node/v0.12.0/LICENSE).

# Who Uses Node.js?

Following is the link on github wiki containing an exhaustive list of projects, application and companies which are using Node.js. This list includes eBay, General Electric, GoDaddy, Microsoft, PayPal, Uber, Wikipins, Yahoo!, and Yammer to name a few.

* [Projects, Applications, and Companies Using Node](https://github.com/joyent/node/wiki/projects,-applications,-and-companies-using-node)

# Concepts

The following diagram depicts some important parts of Node.js which we will discuss in detail in the subsequent chapters.
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# Where to Use Node.js?

Following are the areas where Node.js is proving itself as a perfect technology partner.

* I/O bound Applications
* Data Streaming Applications
* Data Intensive Real time Applications (DIRT)
* JSON APIs based Applications
* Single Page Applications

# Where Not to Use Node.js?

It is not advisable to use Node.js for CPU intensive applications.

## Local Environment Setup

If you are still willing to set up your environment for Node.js, you need the following two softwares available on your computer, (a) Text Editor and (b) The Node.js binary installables.

## Text Editor

This will be used to type your program. Examples of few editors include Windows Notepad, OS Edit command, Brief, Epsilon, EMACS, and vim or vi.

Name and version of text editor can vary on different operating systems. For example, Notepad will be used on Windows, and vim or vi can be used on windows as well as Linux or UNIX.

The files you create with your editor are called source files and contain program source code. The source files for Node.js programs are typically named with the extension "**.js**".

Before starting your programming, make sure you have one text editor in place and you have enough experience to write a computer program, save it in a file, and finally execute it.

## The Node.js Runtime

The source code written in source file is simply javascript. The Node.js interprter will be used to interpret and execute your javascript code.

Node.js distribution comes as a binary installable for SunOS , Linux, Mac OS X, and Windows operating systems with the 32-bit (386) and 64-bit (amd64) x86 processor architectures.

Following section guides you on how to install Node.js binary distribution on various OS.

## Download Node.js archive

Download latest version of Node.js installable archive file from [Node.js Downloads](http://nodejs.org/download/). At the time of writing this tutorial, following are the versions available on different OS.

|  |  |
| --- | --- |
| **OS** | **Archive name** |
| Windows | node-v0.12.0-x64.msi |
| Linux | node-v0.12.0-linux-x86.tar.gz |
| Mac | node-v0.12.0-darwin-x86.tar.gz |
| SunOS | node-v0.12.0-sunos-x86.tar.gz |

## Installation on UNIX/Linux/Mac OS X, and SunOS

Based on your OS architecture, download and extract the archive node-v0.12.0-**osname**.tar.gz into /tmp, and then finally move extracted files into /usr/local/nodejs directory. For example:

$ cd /tmp

$ wget http://nodejs.org/dist/v0.12.0/node-v0.12.0-linux-x64.tar.gz

$ tar xvfz node-v0.12.0-linux-x64.tar.gz

$ mkdir -p /usr/local/nodejs

$ mv node-v0.12.0-linux-x64/\* /usr/local/nodejs

Add /usr/local/nodejs/bin to the PATH environment variable.

|  |  |
| --- | --- |
| **OS** | **Output** |
| Linux | export PATH=$PATH:/usr/local/nodejs/bin |
| Mac | export PATH=$PATH:/usr/local/nodejs/bin |
| FreeBSD | export PATH=$PATH:/usr/local/nodejs/bin |

## Installation on Windows

Use the MSI file and follow the prompts to install the Node.js. By default, the installer uses the Node.js distribution in C:\Program Files\nodejs. The installer should set the C:\Program Files\nodejs\bin directory in window's PATH environment variable. Restart any open command prompts for the change to take effect.

## Verify installation: Executing a File

Create a js file named **main.js** on your machine (Windows or Linux) having the following code.

/\* Hello, World! program in node.js \*/

console.log("Hello, World!")

Now execute main.js file using Node.js interpreter to see the result:

$ node main.js

If everything is fine with your installation, this should produce the following result:

Hello, World!

**We will get throught the instruction on how to setup the raspberry pi later**

# Node.js - First Application

Before creating actual "Hello, World!" application using Node.js, let us see the parts of a Node.js application. A Node.js application consists of following three important parts −

* **Import required modules** − We use **require** directive to load a Node.js module.
* **Create server** − A server which will listen to client's request similar to Apache HTTP Server.
* **Read request and return response** − server created in earlier step will read HTTP request made by client which can be a browser or console and return the response.

## Creating Node.js Application

### Step 1 - Import required module

We use **require** directive to load http module and store returned HTTP instance into http variable as follows −

var http = require("http");

### Step 2: Create Server

At next step we use created http instance and call **http.createServer()**method to create server instance and then we bind it at port 8081 using **listen**method associated with server instance. Pass it a function with parameters request and response. Write the sample implementation to always return "Hello World".

http.createServer(function (request, response) {

// Send the HTTP header

// HTTP Status: 200 : OK

// Content Type: text/plain

response.writeHead(200, {'Content-Type': 'text/plain'});

// Send the response body as "Hello World"

response.end('Hello World\n');

}).listen(8081);

// Console will print the message

console.log('Server running at http://127.0.0.1:8081/');

Above code is enough to create an HTTP server which listens ie. wait for a request over 8081 port on local machine.

### Step 3: Testing Request & Response

Let's put step 1 and 2 together in a file called **main.js** and start our HTTP server as shown below −

var http = require("http");

http.createServer(function (request, response) {

// Send the HTTP header

// HTTP Status: 200 : OK

// Content Type: text/plain

response.writeHead(200, {'Content-Type': 'text/plain'});

// Send the response body as "Hello World"

response.end('Hello World\n');

}).listen(8081);

// Console will print the message

console.log('Server running at http://127.0.0.1:8081/');

Now execute the main.js to start the server as follows −

$ node main.js

Verify the Output. Server has started

Server running at http://127.0.0.1:8081/

## Make a request to Node.js server

Open http://127.0.0.1:8081/ in any browser and see the below result.

![First Application](data:image/jpeg;base64,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)

Congratulations, you have your first HTTP server up and running which is responding all the HTTP requests at port 8081.

# Node.js - REPL Terminal

REPL stands for **Read Eval Print Loop** and it represents a computer environment like a window console or Unix/Linux shell where a command is entered and system responds with an output in interactive mode. Node.js or Node comes bundled with a REPL environment. It performs the following desired tasks.

* **Read** - Reads user's input, parse the input into JavaScript data-structure and stores in memory.
* **Eval** - Takes and evaluates the data structure
* **Print** - Prints the result
* **Loop** - Loops the above command until user press **ctrl-c** twice.

REPL feature of Node is very useful in experimenting with Node.js codes and to debug JavaScript codes.

1. **Starting REPL**

REPL can be started by simply running node on shell/console without any argument as follows.

$ node

You will see the REPL Command prompt > where you can type any Node.js command:

$ node

>

### Simple Expression

Let's try simple mathematics at Node.js REPL command prompt:

$ node

> 1 + 3

4

> 1 + ( 2 \* 3 ) - 4

3

>

### Use Variables

You can make use variables to store values and print later like any conventional script. If **var** keyword is not used then value is stored in the variable and printed. Whereas if var keyword is used then value is stored but not printed. You can print variables usind console.log().

$ node

> x = 10

10

> var y = 10

undefined

> x + y

20

> console.log("Hello World")

Hello World

undefined

### Multiline Expression

Node REPL supports multiline expression similar to JavaScript. Let's check the following do-while loop in action:

$ node

> var x = 0

undefined

> do {

... x++;

... console.log("x: " + x);

... } while ( x < 5 );

x: 1

x: 2

x: 3

x: 4

x: 5

undefined

>

**...** comes automatically when you press enters after opening bracket. Node automatically checks the continuity of expressions.

### Underscore Variable

You can use undercore **\_** to get the last result:

$ node

> var x = 10

undefined

> var y = 20

undefined

> x + y

30

> var sum = \_

undefined

> console.log(sum)

30

undefined

>

1. **REPL Commands**

* **ctrl + c** - terminate the current command.
* **ctrl + c twice** - terminate the Node REPL.
* **ctrl + d** - terminate the Node REPL.
* **Up/Down Keys** - see command history and modify previous commands.
* **tab Keys** - list of current commands.
* **.help** - list of all commands.
* **.break** - exit from multiline expression.
* **.clear** - exit from multiline expression
* **.save *filename*** - save current Node REPL session to a file.
* **.load *filename*** - load file content in current Node REPL session.

1. **Stopping REPL**

As mentioned above you will need to use **ctrl + c twice** command to come out of Node.js REPL.

$ node

>

(^C again to quit)

>

# Node.js - npm

Node Package Manager (npm) provides following two main functionalities:

* Online repositories for node.js packages/modules which are searchable on [search.nodejs.org](http://search.nodejs.org/)
* Command line utility to install Node.js packages, do version management and dependency management of Node.js packages.

npm comes bundled with Node.js installables after v0.6.3 version. To verify the same, open console and type following command and see the result:

$ npm --version

2.7.1

If you are running old version of npm then its damn easy to update it to the latest version. Just use the following command from root:

$ sudo npm install npm -g

/usr/bin/npm -> /usr/lib/node\_modules/npm/bin/npm-cli.js

npm@2.7.1 /usr/lib/node\_modules/npm

## Installing Modules using npm

There is a simple syntax to install any Node.js module:

$ npm install <Module Name>

For example, following is the command to install a famous Node.js web framework module called **express**:

$ npm install express

Now you can use this module in your js file as following:

var express = require('express');

## Global vs Local installation

By default, npm installs any dependency in the local mode. Here local mode refers to the package installation in node\_modules directory lying in the folder where Node application is present. Locally deployed packages are accessible via require() method. For example when we installed express module, it created node\_modules directory in the current directory where it installed express module.

$ ls -l

total 0

drwxr-xr-x 3 root root 20 Mar 17 02:23 node\_modules

Alternatively you can use **npm ls** command to list down all the locally installed modules.

Globally installed packages/dependencies are stored in system directory. Such dependencies can be used in CLI (Command Line Interface) function of any node.js but can not be imported using require() in Node application directly. Now Let's try installing express module using global installation.

$ npm install express -g

This will produce similar result but module will be installed globally. Here first line tells about the module version and its location where it is getting installed.

**express@4.12.2 /usr/lib/node\_modules/express**

├── merge-descriptors@1.0.0

├── utils-merge@1.0.0

├── cookie-signature@1.0.6

├── methods@1.1.1

├── fresh@0.2.4

├── cookie@0.1.2

├── escape-html@1.0.1

├── range-parser@1.0.2

├── content-type@1.0.1

├── finalhandler@0.3.3

├── vary@1.0.0

├── parseurl@1.3.0

├── content-disposition@0.5.0

├── path-to-regexp@0.1.3

├── depd@1.0.0

├── qs@2.3.3

├── on-finished@2.2.0 (ee-first@1.1.0)

├── etag@1.5.1 (crc@3.2.1)

├── debug@2.1.3 (ms@0.7.0)

├── proxy-addr@1.0.7 (forwarded@0.1.0, ipaddr.js@0.1.9)

├── send@0.12.1 (destroy@1.0.3, ms@0.7.0, mime@1.3.4)

├── serve-static@1.9.2 (send@0.12.2)

├── accepts@1.2.5 (negotiator@0.5.1, mime-types@2.0.10)

└── type-is@1.6.1 (media-typer@0.3.0, mime-types@2.0.10)

You can use following command to check all the modules installed globally:

$ npm ls -g

## Uninstalling a module

Use following command to uninstall a Node.js module.

$ npm uninstall express

Once npm uninstall the package, you can verify by looking at the content of /node\_modules/ directory or type the following command:

$ npm ls

## Updating a module

Update package.json and change the version of the dependency which to be updated and run the following command.

$ npm update express

## Search a module

Search package name using npm.

$ npm search express

## Create a module

Creation of module requires package.json to be generated. Let's generate package.json using npm, which will generate basic skeleton of the package.json.

$ npm init

This utility will walk you through creating a package.json file.

It only covers the most common items, and tries to guess sane defaults.

See 'npm help json' for definitive documentation on these fields

and exactly what they do.

Use 'npm install <pkg> --save' afterwards to install a package and

save it as a dependency in the package.json file.

Press ^C at any time to quit.

name: (webmaster)

You will need to provide all the required information about your module. YOu can take help from the above mentioned package.json file to understand the meanings of various information demanded. Once package.json is generated. Use the following command to register yourself with npm repository site using a valid email address.

$ npm adduser

Username: mcmohd

Password:

Email: (this IS public) mcmohd@gmail.com

Now its time to publish your module:

$ npm publish

If everything is fine with your module, then it will be published in the reporsitory and will be accessible to install using npm like any other other Node.js module.

# Node.js - Callbacks Concept

## What is Callback?

Callback is an asynchronous equivalent for a function. A callback function is called at the completion of a given task. Node makes heavy use of callbacks. All APIs of Node are written is such a way that they supports callbacks.

For example, a function to read a file may start reading file and return the control to execution environment immidiately so that next instruction can be executed. Once file I/O is complete, it will call the callback function while passing the callback function, the content of the file as parameter. So there is no blocking or wait for File I/O. This makes Node.js highly scalable, as it can process high number of request without waiting for any function to return result.

## Blocking Code Example

Create a text file named input.txt having following content

Tutorials Point is giving self learning content

to teach the world in simple and easy way!!!!!

Create a js file named main.js which has the following code:

var fs = require("fs");

var data = fs.readFileSync('input.txt');

console.log(data.toString());

console.log("Program Ended");

Now run the main.js to see the result:

$ node main.js

Verify the Output

Tutorials Point is giving self learning content

to teach the world in simple and easy way!!!!!

Program Ended

## Non-Blocking Code Example

Create a text file named input.txt having following content

Tutorials Point is giving self learning content

to teach the world in simple and easy way!!!!!

Update main.js file to have following code:

var fs = require("fs");

fs.readFile('input.txt', function (err, data) {

if (err) return console.error(err);

console.log(data.toString());

});

console.log("Program Ended");

Now run the main.js to see the result:

$ node main.js

Verify the Output

Program Ended

Tutorials Point is giving self learning content

to teach the world in simple and easy way!!!!!

These two examples explain the concept of blocking and non-blocking calls. First example shows that program blocks until it reads the file and then only it proceeds to end the program where as in second example, program does not wait for file reading but it just proceeded to print "Program Ended" and same time program without blocking continues reading the file.

Thus, a blocking program executes very much in sequence and from programming point of view its easier to implement the logic but non-blocking programs does not execute in sequence, so in case a program needs to use any data to be processed, it should be kept with-in the same block to make it sequential execution.

# Node.js - Event Loop

Node js is a single threaded application but it support concurrency via concept of event and callbacks. As every API of Node js are asynchronous and being a single thread, it uses **async** function calls to maintain the concurrency. Node uses observer pattern. Node thread keeps an event loop and whenever any task get completed, it fires the corresponding event which signals the event listener function to get executed.

## Event Driven Programming

Node.js uses events heavily and it is also one of the reasons why Node.js is pretty fast compared to other similar technologies. As soon as Node starts its server, it simply initiates its variables, delcares functions and then simply waits for event to occur.

In an event-driven application, there is generally a main loop that listens for events, and then triggers a callback function when one of those events is detected.

![Event Loop](data:image/jpeg;base64,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)

While Events seems similar to what callbacks are. The difference lies in the fact that callback functions are called when an asynchronous function returns its result where as event handling works on the observer pattern. The functions which listens to events acts as Observers. Whenever an event gets fired, its listener function starts executing. Node.js has multiple in-built events available through **events** module and **EventEmitter** class which is used to bind events and event listeners as follows:

// Import events module

var events = require('events');

// Create an eventEmitter object

var eventEmitter = new events.EventEmitter();

Following is the syntax to bind event handler with an event:

// Bind event and even handler as follows

eventEmitter.on('eventName', eventHandler);

We can fire an event programatically as follows:

// Fire an event

eventEmitter.emit('eventName');

## Example

Create a js file named main.js having the following code:

// Import events module

var events = require('events');

// Create an eventEmitter object

var eventEmitter = new events.EventEmitter();

// Create an event handler as follows

var connectHandler = function connected() {

console.log('connection succesful.');

// Fire the data\_received event

eventEmitter.emit('data\_received');

}

// Bind the connection event with the handler

eventEmitter.on('connection', connectHandler);

// Bind the data\_received event with the anonymous function

eventEmitter.on('data\_received', function(){

console.log('data received succesfully.');

});

// Fire the connection event

eventEmitter.emit('connection');

console.log("Program Ended.");

Now let's try to run the above program as check the output:

$ mnode main.js

This will produce following result:

connection succesful.

data received succesfully.

Program Ended.

## How Node Applications Work?

In Node Application, any async function accepts a callback as a last parameter and the callback function accepts error as a first parameter. Let's revisit the previous example again. Create a text file named input.txt having following content

Tutorials Point is giving self learning content

to teach the world in simple and easy way!!!!!

Create a js file named main.js having the following code:

var fs = require("fs");

fs.readFile('input.txt', function (err, data) {

if (err){

console.log(err.stack);

return;

}

console.log(data.toString());

});

console.log("Program Ended");

Here fs.readFile() is a async function whose purpose is to read a file. If an error occurs during read of file, then err object will contain the corresponding error else data will contain the contents of the file. readFile passes err and data to callback function after file read operation is complete, which finally prints the content.

Program Ended

Tutorials Point is giving self learning content

to teach the world in simple and easy way!!!!!

# Node.js - Event Emitter

Many objects in Node emit events for example a **net.Server** emits an event each time a peer connects to it, a **fs.readStream** emits an event when the file is opened. All objects which emit events are instances of**events.EventEmitter**.

## EventEmitter Class

As we have seen in previous section, EventEmitter class lies in **events** module. It is accessibly via following syntax:

// Import events module

var events = require('events');

// Create an eventEmitter object

var eventEmitter = new events.EventEmitter();

When an EventEmitter instance faces any error, it emits an 'error' event. When new listener is added, 'newListener' event is fired and when a listener is removed, 'removeListener' event is fired.

EventEmitter provides multiple properties like **on** and **emit**. **on** property is used to bind a function with the event and **emit** is used to fire an event.

## Methods

|  |  |
| --- | --- |
| **S.N.** | **method & Description** |
| 1 | **addListener(event, listener)** Adds a listener to the end of the listeners array for the specified event. No checks are made to see if the listener has already been added. Multiple calls passing the same combination of event and listener will result in the listener being added multiple times. Returns emitter, so calls can be chained. |
| 2 | **on(event, listener)** Adds a listener to the end of the listeners array for the specified event. No checks are made to see if the listener has already been added. Multiple calls passing the same combination of event and listener will result in the listener being added multiple times. Returns emitter, so calls can be chained. |
| 3 | **once(event, listener)** Adds a one time listener for the event. This listener is invoked only the next time the event is fired, after which it is removed. Returns emitter, so calls can be chained. |
| 4 | **removeListener(event, listener)** Remove a listener from the listener array for the specified event. Caution: changes array indices in the listener array behind the listener. removeListener will remove, at most, one instance of a listener from the listener array. If any single listener has been added multiple times to the listener array for the specified event, then removeListener must be called multiple times to remove each instance. Returns emitter, so calls can be chained. |
| 5 | **removeAllListeners([event])** Removes all listeners, or those of the specified event. It's not a good idea to remove listeners that were added elsewhere in the code, especially when it's on an emitter that you didn't create (e.g. sockets or file streams). Returns emitter, so calls can be chained. |
| 6 | **setMaxListeners(n)** By default EventEmitters will print a warning if more than 10 listeners are added for a particular event. This is a useful default which helps finding memory leaks. Obviously not all Emitters should be limited to 10. This function allows that to be increased. Set to zero for unlimited. |
| 7 | **listeners(event)** Returns an array of listeners for the specified event. |
| 8 | **emit(event, [arg1], [arg2], [...])** Execute each of the listeners in order with the supplied arguments. Returns true if event had listeners, false otherwise. |

## Class Methods

|  |  |
| --- | --- |
| **S.N.** | **method & Description** |
| 1 | **listenerCount(emitter, event)** Return the number of listeners for a given event. |

## Events

|  |  |
| --- | --- |
| **S.No.** | **Events & Description** |
| 1 | **newListener**   * **event** - String The event name * **listener** - Function The event handler function   This event is emitted any time a listener is added. When this event is triggered, the listener may not yet have been added to the array of listeners for the event. |
| 2 | **removeListener**   * **event** - String The event name * **listener** - Function The event handler function   This event is emitted any time someone removes a listener. When this event is triggered, the listener may not yet have been removed from the array of listeners for the event. |

## Example

Create a js file named main.js with the following Node.js code:

var events = require('events');

var eventEmitter = new events.EventEmitter();

// listener #1

var listner1 = function listner1() {

console.log('listner1 executed.');

}

// listener #2

var listner2 = function listner2() {

console.log('listner2 executed.');

}

// Bind the connection event with the listner1 function

eventEmitter.addListener('connection', listner1);

// Bind the connection event with the listner2 function

eventEmitter.on('connection', listner2);

var eventListeners = require('events').EventEmitter.listenerCount(eventEmitter,'connection');

console.log(eventListeners + " Listner(s) listening to connection event");

// Fire the connection event

eventEmitter.emit('connection');

// Remove the binding of listner1 function

eventEmitter.removeListener('connection', listner1);

console.log("Listner1 will not listen now.");

// Fire the connection event

eventEmitter.emit('connection');

eventListeners = require('events').EventEmitter.listenerCount(eventEmitter,'connection');

console.log(eventListeners + " Listner(s) listening to connection event");

console.log("Program Ended.");

Now run the main.js to see the result:

$ node main.js

Verify the Output

2 Listner(s) listening to connection event

listner1 executed.

listner2 executed.

Listner1 will not listen now.

listner2 executed.

1 Listner(s) listening to connection event

Program Ended.

# Node.js - Buffers

Pure JavaScript is Unicode friendly but not nice to binary data. When dealing with TCP streams or the file system, it's necessary to handle octet streams. Node provides Buffer class which provides instances to store raw data similar to an array of integers but corresponds to a raw memory allocation outside the V8 heap.

Buffer class is a global class and can be accessed in application without importing buffer module.

## Creating Buffers

Node Buffer can be constructed in a variety of ways.

### Method 1

Following is the syntax to create an uninitiated Buffer of **10** octets:

var buf = new Buffer(10);

### Method 2

Following is the syntax to create a Buffer from a given array:

var buf = new Buffer([10, 20, 30, 40, 50]);

### Method 3

Following is the syntax to create a Buffer from a given string and optionally encoding type:

var buf = new Buffer("Simply Easy Learning", "utf-8");

Though "utf8" is the default encoding but you can use either of the encodings "ascii", "utf8", "utf16le", "ucs2", "base64" or "hex".

## Writing to Buffers

### Syntax

Following is the syntax of the method to write into a Node Buffer:

buf.write(string[, offset][, length][, encoding])

### Parameters

Here is the description of the parameters used:

* **string** - This is string data to be written to buffer.
* **offset** - This is the index of the buffer to start writing at. Default value is 0.
* **length** - This is the number of bytes to write. Defaults to buffer.length
* **encoding** - Encoding to use. 'utf8' is the default encoding

### Return Value

This method returns number of octets written. If there is not enough space in the buffer to fit the entire string, it will write a part of the string.

### Example

buf = new Buffer(256);

len = buf.write("Simply Easy Learning");

console.log("Octets written : "+ len);

When above program is executed, it produces following result:

Octets written : 20

## Reading from Buffers

### Syntax

Following is the syntax of the method to read data from a Node Buffer:

buf.toString([encoding][, start][, end])

### Parameters

Here is the description of the parameters used:

* **encoding** - Encoding to use. 'utf8' is the default encoding
* **start** - Beginning index to start reading, defaults to 0.
* **end** - End index to end reading, defaults is complete buffer.

### Return Value

This method decodes and returns a string from buffer data encoded using the specified character set encoding.

### Example

buf = new Buffer(26);

for (var i = 0 ; i < 26 ; i++) {

buf[i] = i + 97;

}

console.log( buf.toString('ascii')); // outputs: abcdefghijklmnopqrstuvwxyz

console.log( buf.toString('ascii',0,5)); // outputs: abcde

console.log( buf.toString('utf8',0,5)); // outputs: abcde

console.log( buf.toString(undefined,0,5)); // encoding defaults to 'utf8', outputs abcde

When above program is executed, it produces following result:

abcdefghijklmnopqrstuvwxyz

abcde

abcde

abcde

## Convert Buffer to JSON

### Syntax

Following is the syntax of the method to convert a Node Buffer into JSON object:

buf.toJSON()

### Return Value

This method returns a JSON-representation of the Buffer instance.

### Example

var buf = new Buffer('Simply Easy Learning');

var json = buf.toJSON(buf);

console.log(json);

When above program is executed, it produces following result:

[ 83, 105, 109, 112, 108, 121, 32, 69, 97, 115, 121, 32, 76, 101, 97, 114, 110, 105, 110, 103 ]

## Concatenate Buffers

### Syntax

Following is the syntax of the method to concatenate Node buffers to a single Node Buffer:

Buffer.concat(list[, totalLength])

### Parameters

Here is the description of the parameters used:

* **list** - Array List of Buffer objects to be concatenated
* **totalLength** - This is the total length of the buffers when concatenated

### Return Value

This method returns a Buffer instance.

### Example

var buffer1 = new Buffer('TutorialsPoint ');

var buffer2 = new Buffer('Simply Easy Learning');

var buffer3 = Buffer.concat([buffer1,buffer2]);

console.log("buffer3 content: " + buffer3.toString());

When above program is executed, it produces following result:

buffer3 content: TutorialsPoint Simply Easy Learning

## Compare Buffers

### Syntax

Following is the syntax of the method to compare two Node buffers:

buf.compare(otherBuffer);

### Parameters

Here is the description of the parameters used:

* **otherBuffer** - This is the other buffer which will be compared with **buf**

### Return Value

Returns a number indicating whether this comes before or after or is the same as the otherBuffer in sort order.

### Example

var buffer1 = new Buffer('ABC');

var buffer2 = new Buffer('ABCD');

var result = buffer1.compare(buffer2);

if(result < 0) {

console.log(buffer1 +" comes before " + buffer2);

}else if(result == 0){

console.log(buffer1 +" is same as " + buffer2);

}else {

console.log(buffer1 +" comes after " + buffer2);

}

When above program is executed, it produces following result:

ABC comes before ABCD

## Copy Buffer

### Syntax

Following is the syntax of the method to copy a node buffer:

buf.copy(targetBuffer[, targetStart][, sourceStart][, sourceEnd])

### Parameters

Here is the description of the parameters used:

* **targetBuffer** - Buffer object where buffer will be copied.
* **targetStart** - Number, Optional, Default: 0
* **sourceStart** - Number, Optional, Default: 0
* **sourceEnd** - Number, Optional, Default: buffer.length

### Return Value

No return value. Copies data from a region of this buffer to a region in the target buffer even if the target memory region overlaps with the source. If undefined the targetStart and sourceStart parameters default to 0 while sourceEnd defaults to buffer.length.

### Example

var buffer1 = new Buffer('ABC');

//copy a buffer

var buffer2 = new Buffer(3);

buffer1.copy(buffer2);

console.log("buffer2 content: " + buffer2.toString());

When above program is executed, it produces following result:

buffer2 content: ABC

## Slice Buffer

### Syntax

Following is the syntax of the method to get a sub-buffer of a node buffer:

buf.slice([start][, end])

### Parameters

Here is the description of the parameters used:

* **start** - Number, Optional, Default: 0
* **end** - Number, Optional, Default: buffer.length

### Return Value

Returns a new buffer which references the same memory as the old, but offset and cropped by the start (defaults to 0) and end (defaults to buffer.length) indexes. Negative indexes start from the end of the buffer.

### Example

var buffer1 = new Buffer('TutorialsPoint');

//slicing a buffer

var buffer2 = buffer1.slice(0,9);

console.log("buffer2 content: " + buffer2.toString());

When above program is executed, it produces following result:

buffer2 content: Tutorials

## Buffer Length

### Syntax

Following is the syntax of the method to get a size of a node buffer in bytes:

buf.length;

### Return Value

Returns a size of buffer in bytes.

### Example

var buffer = new Buffer('TutorialsPoint');

//length of the buffer

console.log("buffer length: " + buffer.length);

When above program is executed, it produces following result:

buffer length: 14

## Methods Reference

Following is a reference of Buffers module available in Node.js. For a further detail you can refer to official documentation.

|  |  |
| --- | --- |
| **SN** | **Method & Description** |
| 1 | **new Buffer(size)**  Allocates a new buffer of size octets. Note, size must be no more than kMaxLength. Otherwise, a RangeError will be thrown here. |
| 2 | **new Buffer(buffer)**  Copies the passed buffer data onto a new Buffer instance. |
| 3 | **new Buffer(str[, encoding])** Allocates a new buffer containing the given str. encoding defaults to 'utf8'. |
| 4 | **buf.length** Returns the size of the buffer in bytes. Note that this is not necessarily the size of the contents. length refers to the amount of memory allocated for the buffer object. It does not change when the contents of the buffer are changed. |
| 5 | **buf.write(string[, offset][, length][, encoding])** Writes string to the buffer at offset using the given encoding. offset defaults to 0, encoding defaults to 'utf8'. length is the number of bytes to write. Returns number of octets written. |
| 6 | **buf.writeUIntLE(value, offset, byteLength[, noAssert])** Writes value to the buffer at the specified offset and byteLength. Supports up to 48 bits of accuracy. Set noAssert to true to skip validation of value and offset. Defaults to false. |

# Node.js - Streams

## What are Streams?

Streams are objects that let you read data from a source or write data to a destination in continous fashion. In Node.js, there are four types of streams.

* **Readable** - Stream which is used for read operation.
* **Writable** - Stream which is used for write operation.
* **Duplex** - Stream which can be used for both read and write operation.
* **Transform** - A type of duplex stream where the output is computed based on input.

Each type of Stream is an **EventEmitter** instance and throws several events at different instance of times. For example, some of the commonly used events are:

* **data** - This event is fired when there is data is available to read.
* **end** - This event is fired when there is no more data to read.
* **error** - This event is fired when there is any error receiving or writing data.
* **finish** - This event is fired when all data has been flushed to underlying system

This tutorial will give you understanding on commonly used operations on Streams.

## Reading from stream

Create a text file named input.txt having following content
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Create a js file named main.js which has the following code:

var fs = require("fs");

var data = '';

// Create a readable stream

var readerStream = fs.createReadStream('input.txt');

// Set the encoding to be utf8.

readerStream.setEncoding('UTF8');

// Handle stream events --> data, end, and error

readerStream.on('data', function(chunk) {

data += chunk;

});

readerStream.on('end',function(){

console.log(data);

});

readerStream.on('error', function(err){

console.log(err.stack);

});

console.log("Program Ended");

Now run the main.js to see the result:

$ node main.js

Verify the Output

Program Ended
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## Writing to stream

Create a js file named main.js which has the following code:

var fs = require("fs");

var data = 'Simply Easy Learning';

// Create a writable stream

var writerStream = fs.createWriteStream('output.txt');

// Write the data to stream with encoding to be utf8

writerStream.write(data,'UTF8');

// Mark the end of file

writerStream.end();

// Handle stream events --> finish, and error

writerStream.on('finish', function() {

console.log("Write completed.");

});

writerStream.on('error', function(err){

console.log(err.stack);

});

console.log("Program Ended");

Now run the main.js to see the result:

$ node main.js

Verify the Output

Program Ended

Write completed.

Now open output.txt created in your current directory and verify the following content available in output.txt file.

Simply Easy Learning

## Piping streams

Piping is a mechanism where we provide output of one stream as the input to another stream. It is normally used to get data from one stream and to pass output of that stream to another stream. There is no limit on piping operations. Now we'll show a piping example for reading from one file and writing it to another file.

Create a js file named main.js which has the following code:

var fs = require("fs");

// Create a readable stream

var readerStream = fs.createReadStream('input.txt');

// Create a writable stream

var writerStream = fs.createWriteStream('output.txt');

// Pipe the read and write operations

// read input.txt and write data to output.txt

readerStream.pipe(writerStream);

console.log("Program Ended");

Now run the main.js to see the result:

$ node main.js

Verify the Output

Program Ended

Open output.txt created in your current directory and verify the following content available in output.txt file.
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## Chaining streams

Chanining is a mechanism to connect output of one stream to another stream and create a chain of multiple stream operations. It is normally used with piping operations. Now we'll use the piping and chaining to first compress a file and then decompress the same.

Create a js file named main.js which has the following code:

var fs = require("fs");

var zlib = require('zlib');

// Compress the file input.txt to input.txt.gz

fs.createReadStream('input.txt')

.pipe(zlib.createGzip())

.pipe(fs.createWriteStream('input.txt.gz'));

console.log("File Compressed.");

Now run the main.js to see the result:

$ node main.js

Verify the Output

File Compressed.

You will find that input.txt file has been compressed and it created a file input.txt.gz in the current directory. Now let's try to decompress the same file using the following code.

var fs = require("fs");

var zlib = require('zlib');

// Decompress the file input.txt.gz to input.txt

fs.createReadStream('input.txt.gz')

.pipe(zlib.createGunzip())

.pipe(fs.createWriteStream('input.txt'));

console.log("File Decompressed.");

Now run the main.js to see the result:

$ node main.js

Verify the Output

File Decompressed.

# Node.js - File System

Node implements File I/O using simple wrappers around standard POSIX functions. Node File System (fs) module can be imported using following syntax:

var fs = require("fs")

## Synchronous vs Asynchronous

Every method in fs module have synchronous as well as asynchronous form. Asynchronous methods takes a last parameter as completion function callback and first parameter of the callback function is error. It is preferred to use asynchronous method instead of synchronous method as former never block the program execution where as the second one does.

### Example

Create a text file named **input.txt** having following content

Tutorials Point is giving self learning content

to teach the world in simple and easy way!!!!!

Let us create a js file named **main.js** having the following code.

var fs = require("fs");

// Asynchronous read

fs.readFile('input.txt', function (err, data) {

if (err) {

return console.error(err);

}

console.log("Asynchronous read: " + data.toString());

});

// Synchronous read

var data = fs.readFileSync('input.txt');

console.log("Synchronous read: " + data.toString());

console.log("Program Ended");

Now run the main.js to see the result:

$ node main.js

Verify the Output

Synchronous read: Tutorials Point is giving self learning content

to teach the world in simple and easy way!!!!!

Program Ended

Asynchronous read: Tutorials Point is giving self learning content

to teach the world in simple and easy way!!!!!

Following section will give good examples on major File I/O methods.

## Open a File

### Syntax

Following is the syntax of the method to open a file in asynchronous mode:

fs.open(path, flags[, mode], callback)

### Parameters

Here is the description of the parameters used:

* **path** - This is string having file name including path.
* **flags** - Flag tells the behavior of the file to be opened. All possible values have been mentioned below.
* **mode** - This sets the file mode (permission and sticky bits), but only if the file was created. It defaults to 0666, readable and writeable.
* **callback** - This is the callback function which gets two arguments (err, fd).

## Flags

Flags for read/write operations are:

|  |  |
| --- | --- |
| **Flag** | **Description** |
| r | Open file for reading. An exception occurs if the file does not exist. |
| r+ | Open file for reading and writing. An exception occurs if the file does not exist. |
| rs | Open file for reading in synchronous mode. |
| rs+ | Open file for reading and writing, telling the OS to open it synchronously. See notes for 'rs' about using this with caution. |
| w | Open file for writing. The file is created (if it does not exist) or truncated (if it exists). |
| wx | Like 'w' but fails if path exists. |
| w+ | Open file for reading and writing. The file is created (if it does not exist) or truncated (if it exists). |
| wx+ | Like 'w+' but fails if path exists. |
| a | Open file for appending. The file is created if it does not exist. |
| ax | Like 'a' but fails if path exists. |
| a+ | Open file for reading and appending. The file is created if it does not exist. |
| ax+ | Like 'a+' but fails if path exists. |

### Example

Let us create a js file named **main.js** having the following code to open a file input.txt for reading and writing.

var fs = require("fs");

// Asynchronous - Opening File

console.log("Going to open file!");

fs.open('input.txt', 'r+', function(err, fd) {

if (err) {

return console.error(err);

}

console.log("File opened successfully!");

});

Now run the main.js to see the result:

$ node main.js

Verify the Output

Going to open file!

File opened successfully!

## Get File information

### Syntax

Following is the syntax of the method to get the information about a file:

fs.stat(path, callback)

### Parameters

Here is the description of the parameters used:

* **path** - This is string having file name including path.
* **callback** - This is the callback function which gets two arguments (err, stats) where **stats** is an object of fs.Stats type which is printed below in the example.

Apart from the important attributes which are printed below in the example, there are number of useful methods available in **fs.Stats** class which can be used to check file type. These methods are given in the following table.

|  |  |
| --- | --- |
| **Method** | **Description** |
| stats.isFile() | Returns true if file type of a simple file. |
| stats.isDirectory() | Returns true if file type of a directory. |
| stats.isBlockDevice() | Returns true if file type of a block device. |
| stats.isCharacterDevice() | Returns true if file type of a character device. |
| stats.isSymbolicLink() | Returns true if file type of a symbolic link. |
| stats.isFIFO() | Returns true if file type of a FIFO. |
| stats.isSocket() | Returns true if file type of asocket. |

### Example

Let us create a js file named **main.js** having the following code:

var fs = require("fs");

console.log("Going to get file info!");

fs.stat('input.txt', function (err, stats) {

if (err) {

return console.error(err);

}

console.log(stats);

console.log("Got file info successfully!");

// Check file type

console.log("isFile ? " + stats.isFile());

console.log("isDirectory ? " + stats.isDirectory());

});

Now run the main.js to see the result:

$ node main.js

Verify the Output

Going to get file info!

{ dev: 1792,

mode: 33188,

nlink: 1,

uid: 48,

gid: 48,

rdev: 0,

blksize: 4096,

ino: 4318127,

size: 97,

blocks: 8,

atime: Sun Mar 22 2015 13:40:00 GMT-0500 (CDT),

mtime: Sun Mar 22 2015 13:40:57 GMT-0500 (CDT),

ctime: Sun Mar 22 2015 13:40:57 GMT-0500 (CDT) }

Got file info successfully!

isFile ? true

isDirectory ? false

## Writing File

### Syntax

Following is the syntax of one of the methods to write into a file:

fs.writeFile(filename, data[, options], callback)

This method will over-write the file if file already exists. If you want to write into an existing file then you should use another method available.

### Parameters

Here is the description of the parameters used:

* **path** - This is string having file name including path.
* **data** - This is the String or Buffer to be written into the file.
* **options** - The third parameter is an object which will hold {encoding, mode, flag}. By default encoding is utf8, mode is octal value 0666 and flag is 'w'
* **callback** - This is the callback function which gets a single parameter err and used to to return error in case of any writing error.

### Example

Let us create a js file named **main.js** having the following code:

var fs = require("fs");

console.log("Going to write into existing file");

fs.writeFile('input.txt', 'Simply Easy Learning!', function(err) {

if (err) {

return console.error(err);

}

console.log("Data written successfully!");

console.log("Let's read newly written data");

fs.readFile('input.txt', function (err, data) {

if (err) {

return console.error(err);

}

console.log("Asynchronous read: " + data.toString());

});

});

Now run the main.js to see the result:

$ node main.js

Verify the Output

Going to write into existing file

Data written successfully!

Let's read newly written data

Asynchronous read: Simply Easy Learning!

## Reading File

### Syntax

Following is the syntax of one of the methods to read from a file:

fs.read(fd, buffer, offset, length, position, callback)

This method will use file descriptor to read the file, if you want to read file using file name directly then you should use another method available.

### Parameters

Here is the description of the parameters used:

* **fd** - This is the file descriptor returned by file fs.open() method.
* **buffer** - This is the buffer that the data will be written to.
* **offset** - This is the offset in the buffer to start writing at.
* **length** - This is an integer specifying the number of bytes to read.
* **position** - This is an integer specifying where to begin reading from in the file. If position is null, data will be read from the current file position.
* **callback** - This is the callback function which gets the three arguments, (err, bytesRead, buffer).

### Example

Let us create a js file named **main.js** having the following code:

var fs = require("fs");

var buf = new Buffer(1024);

console.log("Going to open an existing file");

fs.open('input.txt', 'r+', function(err, fd) {

if (err) {

return console.error(err);

}

console.log("File opened successfully!");

console.log("Going to read the file");

fs.read(fd, buf, 0, buf.length, 0, function(err, bytes){

if (err){

console.log(err);

}

console.log(bytes + " bytes read");

// Print only read bytes to avoid junk.

if(bytes > 0){

console.log(buf.slice(0, bytes).toString());

}

});

});

Now run the main.js to see the result:

$ node main.js

Verify the Output

Going to open an existing file

File opened successfully!

Going to read the file

97 bytes read
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## Closing File

### Syntax

Following is the syntax of one of the methods to close an opened file:

fs.close(fd, callback)

### Parameters

Here is the description of the parameters used:

* **fd** - This is the file descriptor returned by file fs.open() method.
* **callback** - This is the callback function which gets no arguments other than a possible exception are given to the completion callback.

### Example

Let us create a js file named **main.js** having the following code:

var fs = require("fs");

var buf = new Buffer(1024);

console.log("Going to open an existing file");

fs.open('input.txt', 'r+', function(err, fd) {

if (err) {

return console.error(err);

}

console.log("File opened successfully!");

console.log("Going to read the file");

fs.read(fd, buf, 0, buf.length, 0, function(err, bytes){

if (err){

console.log(err);

}

// Print only read bytes to avoid junk.

if(bytes > 0){

console.log(buf.slice(0, bytes).toString());

}

// Close the opened file.

fs.close(fd, function(err){

if (err){

console.log(err);

}

console.log("File closed successfully.");

});

});

});

Now run the main.js to see the result:

$ node main.js

Verify the Output

Going to open an existing file

File opened successfully!

Going to read the file
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File closed successfully.

## Truncate File

### Syntax

Following is the syntax of the method to truncate an opened file:

fs.ftruncate(fd, len, callback)

### Parameters

Here is the description of the parameters used:

* **fd** - This is the file descriptor returned by file fs.open() method.
* **len** - This is the length of the file after which file will be truncated.
* **callback** - This is the callback function which gets no arguments other than a possible exception are given to the completion callback.

### Example

Let us create a js file named **main.js** having the following code:

var fs = require("fs");

var buf = new Buffer(1024);

console.log("Going to open an existing file");

fs.open('input.txt', 'r+', function(err, fd) {

if (err) {

return console.error(err);

}

console.log("File opened successfully!");

console.log("Going to truncate the file after 10 bytes");

// Truncate the opened file.

fs.ftruncate(fd, 10, function(err){

if (err){

console.log(err);

}

console.log("File truncated successfully.");

console.log("Going to read the same file");

fs.read(fd, buf, 0, buf.length, 0, function(err, bytes){

if (err){

console.log(err);

}

// Print only read bytes to avoid junk.

if(bytes > 0){

console.log(buf.slice(0, bytes).toString());

}

// Close the opened file.

fs.close(fd, function(err){

if (err){

console.log(err);

}

console.log("File closed successfully.");

});

});

});

});

Now run the main.js to see the result:

$ node main.js

Verify the Output

Going to open an existing file

File opened successfully!

Going to truncate the file after 10 bytes

File truncated successfully.

Going to read the same file
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File closed successfully.

## Delete File

### Syntax

Following is the syntax of the method to delete a file:

fs.unlink(path, callback)

### Parameters

Here is the description of the parameters used:

* **path** - This is the file name including path.
* **callback** - This is the callback function which gets no arguments other than a possible exception are given to the completion callback.

### Example

Let us create a js file named **main.js** having the following code:

var fs = require("fs");

console.log("Going to delete an existing file");

fs.unlink('input.txt', function(err) {

if (err) {

return console.error(err);

}

console.log("File deleted successfully!");

});

Now run the main.js to see the result:

$ node main.js

Verify the Output

Going to delete an existing file

File deleted successfully!

## Create Directory

### Syntax

Following is the syntax of the method to create a directory:

fs.mkdir(path[, mode], callback)

### Parameters

Here is the description of the parameters used:

* **path** - This is the directory name including path.
* **mode** - This is the directory permission to be set. Defaults to 0777.
* **callback** - This is the callback function which gets no arguments other than a possible exception are given to the completion callback.

### Example

Let us create a js file named **main.js** having the following code:

var fs = require("fs");

console.log("Going to create directory /tmp/test");

fs.mkdir('/tmp/test',function(err){

if (err) {

return console.error(err);

}

console.log("Directory created successfully!");

});

Now run the main.js to see the result:

$ node main.js

Verify the Output

Going to create directory /tmp/test

Directory created successfully!

## Read Directory

### Syntax

Following is the syntax of the method to read a directory:

fs.readdir(path, callback)

### Parameters

Here is the description of the parameters used:

* **path** - This is the directory name including path.
* **callback** - This is the callback function which gets two arguments (err, files) where files is an array of the names of the files in the directory excluding '.' and '..'.

### Example

Let us create a js file named **main.js** having the following code:

var fs = require("fs");

console.log("Going to read directory /tmp");

fs.readdir("/tmp/",function(err, files){

if (err) {

return console.error(err);

}

files.forEach( function (file){

console.log( file );

});

});

Now run the main.js to see the result:

$ node main.js

Verify the Output

Going to read directory /tmp

ccmzx99o.out

ccyCSbkF.out

employee.ser

hsperfdata\_apache

test

test.txt

## Remove Directory

### Syntax

Following is the syntax of the method to remove a directory:

fs.rmdir(path, callback)

### Parameters

Here is the description of the parameters used:

* **path** - This is the directory name including path.
* **callback** - This is the callback function which gets no arguments other than a possible exception are given to the completion callback.

### Example

Let us create a js file named **main.js** having the following code:

var fs = require("fs");

console.log("Going to delete directory /tmp/test");

fs.rmdir("/tmp/test",function(err){

if (err) {

return console.error(err);

}

console.log("Going to read directory /tmp");

fs.readdir("/tmp/",function(err, files){

if (err) {

return console.error(err);

}

files.forEach( function (file){

console.log( file );

});

});

});

Now run the main.js to see the result:

$ node main.js

Verify the Output

Going to read directory /tmp

ccmzx99o.out

ccyCSbkF.out

employee.ser

hsperfdata\_apache

test.txt

# Node.js - Web Module

## What is Web Server?

Web Server is a software application which handles HTTP requests sent by the HTTP client, like web browsers, and returns web pages in response to the clients. Web servers usually delivers html documents along with images, style sheets and scripts.

Most of the web server support server side scripts using scripting language or redirect to application server which perform the specific task of getting data from database, perform complex logic etc. and then sends a result to the HTTP client through the Web server.

Apache web server is one of the most commonly used web server. It is an open source project.

## Web Application Architecture

A Web application is usually divided into four layers:
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* **Client** - This layer consists of web browsers, mobile browsers or applications which can make HTTP request to the web server.
* **Server** - This layer consists of Web server which can intercepts the request made by clients and pass them the response.
* **Business** - This layer consists of application server which is utilized by web server to do required processing. This layer interacts with data layer via data base or some external programs.
* **Data** - This layer consists of databases or any source of data.

## Creating Web Server using Node

Node.js provides **http** module which can be used to create either HTTP client of server. Following is a bare minimum structure of HTTP server which listens at 8081 port.

Create a js file named server.js:

*File: server.js*

var http = require('http');

var fs = require('fs');

var url = require('url');

// Create a server

http.createServer( function (request, response) {

// Parse the request containing file name

var pathname = url.parse(request.url).pathname;

// Print the name of the file for which request is made.

console.log("Request for " + pathname + " received.");

// Read the requested file content from file system

fs.readFile(pathname.substr(1), function (err, data) {

if (err) {

console.log(err);

// HTTP Status: 404 : NOT FOUND

// Content Type: text/plain

response.writeHead(404, {'Content-Type': 'text/html'});

}else{

//Page found

// HTTP Status: 200 : OK

// Content Type: text/plain

response.writeHead(200, {'Content-Type': 'text/html'});

// Write the content of the file to response body

response.write(data.toString());

}

// Send the response body

response.end();

});

}).listen(8081);

// Console will print the message

console.log('Server running at http://127.0.0.1:8081/');

Next let's create following html file named index.htm in the same directory where you created server.js

*File: index.htm*

<html>

<head>

<title>Sample Page</title>

</head>

<body>

Hello World!

</body>

</html>

Now let us run the server.js to see the result:

$ node server.js

Verify the Output

Server running at http://127.0.0.1:8081/

## Make a request to Node.js server

Open http://127.0.0.1:8081/index.htm in any browser and see the below result.
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Verify the Output at server end.

Server running at http://127.0.0.1:8081/

Request for /index.htm received.

## Creating Web client using Node

A web client can be created using **http** module. Let's check the following example.

Create a js file named client.js:

*File: client.js*

var http = require('http');

// Options to be used by request

var options = {

host: 'localhost',

port: '8081',

path: '/index.htm'

};

// Callback function is used to deal with response

var callback = function(response){

// Continuously update stream with data

var body = '';

response.on('data', function(data) {

body += data;

});

response.on('end', function() {

// Data received completely.

console.log(body);

});

}

// Make a request to the server

var req = http.request(options, callback);

req.end();

Now run the client.js from a different command terminal other than server.js to see the result:

$ node client.js

Verify the Output.

<html>

<head>

<title>Sample Page</title>

</head>

<body>

Hello World!

</body>

</html>

Verify the Output at server end.

Server running at http://127.0.0.1:8081/

Request for /index.htm received.

# Node.js - Express Framework

## Express Overview

Express is a minimal and flexible Node.js web application framework that provides a robust set of features to develop web and mobile applications. It facilitates a rapid development of Node based Web applications. Following are some of the core features of Express framework:

* Allows to set up middlewares to respond to HTTP Requests.
* Defines a routing table which is used to perform different action based on HTTP Method and URL.
* Allows to dynamically render HTML Pages based on passing arguments to templates.

## Installing Express

Firstly, install the Express framework globally using npm so that it can be used to create web application using node terminal.

$ npm install express --save

Above command saves installation locally in **node\_modules** directory and creates a directory express inside node\_modules. There are following important modules which you should install along with express:

* **body-parser** - This is a node.js middleware for handling JSON, Raw, Text and URL encoded form data.
* **cookie-parser** - Parse Cookie header and populate req.cookies with an object keyed by the cookie names.
* **multer** - This is a node.js middleware for handling multipart/form-data.

$ npm install body-parser --save

$ npm install cookie-parser --save

$ npm install multer --save

## Hello world Example

Following is a very basic Express app which starts a server and listens on port 3000 for connection. This app responds with **Hello World!** for requests to the homepage. For every other path, it will respond with a **404 Not Found.**

var express = require('express');

var app = express();

app.get('/', function (req, res) {

res.send('Hello World');

})

var server = app.listen(8081, function () {

var host = server.address().address

var port = server.address().port

console.log("Example app listening at http://%s:%s", host, port)

})

Save the above code in a file named server.js and run it with the following command.

$ node server.js

You will see the following output:

Example app listening at http://0.0.0.0:8081

Open http://127.0.0.1:8081/ in any browser and see the below result.
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## Request & Response

Express application makes use of a callback function whose parameters are**request** and **response** objects.

app.get('/', function (req, res) {

// --

})

You can check further detail on both the objects:

* [Request Object](http://www.tutorialspoint.com/nodejs/nodejs_request_object.htm) - The request object represents the HTTP request and has properties for the request query string, parameters, body, HTTP headers, and so on.
* [Response Object](http://www.tutorialspoint.com/nodejs/nodejs_response_object.htm) - The response object represents the HTTP response that an Express app sends when it gets an HTTP request.

You can print **req** and **res** objects which provide lot of information related to HTTP request and response including cookies, sessions, URL etc.

## Basic Routing

We have seen a basic application which serves HTTP request for the homepage. Routing refers to determining how an application responds to a client request to a particular endpoint, which is a URI (or path) and a specific HTTP request method (GET, POST, and so on).

We will extend our Hello World program to add functionality to handle more type HTTP requests.

var express = require('express');

var app = express();

// This responds with "Hello World" on the homepage

app.get('/', function (req, res) {

console.log("Got a GET request for the homepage");

res.send('Hello GET');

})

// This responds a POST request for the homepage

app.post('/', function (req, res) {

console.log("Got a POST request for the homepage");

res.send('Hello POST');

})

// This responds a DELETE request for the /del\_user page.

app.delete('/del\_user', function (req, res) {

console.log("Got a DELETE request for /del\_user");

res.send('Hello DELETE');

})

// This responds a GET request for the /list\_user page.

app.get('/list\_user', function (req, res) {

console.log("Got a GET request for /list\_user");

res.send('Page Listing');

})

// This responds a GET request for abcd, abxcd, ab123cd, and so on

app.get('/ab\*cd', function(req, res) {

console.log("Got a GET request for /ab\*cd");

res.send('Page Pattern Match');

})

var server = app.listen(8081, function () {

var host = server.address().address

var port = server.address().port

console.log("Example app listening at http://%s:%s", host, port)

})

Save the above code in a file named server.js and run it with the following command.

$ node server.js

You will see the following output:

Example app listening at http://0.0.0.0:8081

Now you can try different requests at http://127.0.0.1:8081 to see the output generated by server.js. Following are few screens showing different responses for different URLs.

Screen showing again http://127.0.0.1:8081/list\_user

Screen showing again http://127.0.0.1:8081/abcd

Screen showing again http://127.0.0.1:8081/abcdefg

## Serving Static Files

Express provides a built-in middleware **express.static** to serve static files, such as images, CSS, JavaScript etc.

You simply needs to pass the name of the directory where you keep your static assets, to the **express.static** middleware to start serving the files directly. For example, if you keep your images, CSS, and JavaScript files in a directory named public, you can do this:

app.use(express.static('public'));

We will keep few images in **public/images** sub-directory as follows:

node\_modules

server.js

public/

public/images

public/images/logo.png

Let's modify "Hello Word" app to add the functionality to handle static files.

var express = require('express');

var app = express();

app.use(express.static('public'));

app.get('/', function (req, res) {

res.send('Hello World');

})

var server = app.listen(8081, function () {

var host = server.address().address

var port = server.address().port

console.log("Example app listening at http://%s:%s", host, port)

})

Save the above code in a file named server.js and run it with the following command.

$ node server.js

Now open http://127.0.0.1:8081/images/logo.png in any browser and see the below result.

## GET Method

Here is a simple example which passes two values using HTML FORM GET method. We are going to use **process\_get** router inside server.js to handle this input.

<html>

<body>

<form action="http://127.0.0.1:8081/process\_get" method="GET">

First Name: <input type="text" name="first\_name"> <br>

Last Name: <input type="text" name="last\_name">

<input type="submit" value="Submit">

</form>

</body>

</html>

Let's save above code in index.htm and modify server.js to handle home page request as well as input sent by the HTML form.

var express = require('express');

var app = express();

app.use(express.static('public'));

app.get('/index.htm', function (req, res) {

res.sendFile( \_\_dirname + "/" + "index.htm" );

})

app.get('/process\_get', function (req, res) {

// Prepare output in JSON format

response = {

first\_name:req.query.first\_name,

last\_name:req.query.last\_name

};

console.log(response);

res.end(JSON.stringify(response));

})

var server = app.listen(8081, function () {

var host = server.address().address

var port = server.address().port

console.log("Example app listening at http://%s:%s", host, port)

})

Now accessing HTML document using *http://127.0.0.1:8081/index.htm* will generate following form:

Haut du formulaire

|  |  |
| --- | --- |
| First Name: |  |
| Last Name: |  |
|  |  |
|  | |

Bas du formulaire

Now you can enter First and Last Name and then click submit button to see the result and it should give result as follows:

{"first\_name":"John","last\_name":"Paul"}

## POST Method

Here is a simple example which passes two values using HTML FORM POST method. We are going to use **process\_get** router inside server.js to handle this input.

<html>

<body>

<form action="http://127.0.0.1:8081/process\_post" method="POST">

First Name: <input type="text" name="first\_name"> <br>

Last Name: <input type="text" name="last\_name">

<input type="submit" value="Submit">

</form>

</body>

</html>

Let's save above code in index.htm and modify server.js to handle home page request as well as input sent by the HTML form.

var express = require('express');

var app = express();

var bodyParser = require('body-parser');

// Create application/x-www-form-urlencoded parser

var urlencodedParser = bodyParser.urlencoded({ extended: false })

app.use(express.static('public'));

app.get('/index.htm', function (req, res) {

res.sendFile( \_\_dirname + "/" + "index.htm" );

})

app.post('/process\_post', urlencodedParser, function (req, res) {

// Prepare output in JSON format

response = {

first\_name:req.body.first\_name,

last\_name:req.body.last\_name

};

console.log(response);

res.end(JSON.stringify(response));

})

var server = app.listen(8081, function () {

var host = server.address().address

var port = server.address().port

console.log("Example app listening at http://%s:%s", host, port)

})

Now accessing HTML document using *http://127.0.0.1:8081/index.htm* will generate following form:

Haut du formulaire

|  |  |
| --- | --- |
| First Name: |  |
| Last Name: |  |
|  | |
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Now you can enter First and Last Name and then click submit button to see the result and it should give result as follows:

{"first\_name":"John","last\_name":"Paul"}

## File Upload

The following HTML code creates a file uploader form. This form is having method attribute set to **POST** and enctype attribute is set to **multipart/form-data**

<html>

<head>

<title>File Uploading Form</title>

</head>

<body>

<h3>File Upload:</h3>

Select a file to upload: <br />

<form action="http://127.0.0.1:8081/file\_upload" method="POST"

enctype="multipart/form-data">

<input type="file" name="file" size="50" />

<br />

<input type="submit" value="Upload File" />

</form>

</body>

</html>

Let's save above code in index.htm and modify server.js to handle home page request as well as file upload.

var express = require('express');

var app = express();

var fs = require("fs");

var bodyParser = require('body-parser');

var multer = require('multer');

app.use(express.static('public'));

app.use(bodyParser.urlencoded({ extended: false }));

app.use(multer({ dest: '/tmp/'}));

app.get('/index.htm', function (req, res) {

res.sendFile( \_\_dirname + "/" + "index.htm" );

})

app.post('/file\_upload', function (req, res) {

console.log(req.files.file.name);

console.log(req.files.file.path);

console.log(req.files.file.type);

var file = \_\_dirname + "/" + req.files.file.name;

fs.readFile( req.files.file.path, function (err, data) {

fs.writeFile(file, data, function (err) {

if( err ){

console.log( err );

}else{

response = {

message:'File uploaded successfully',

filename:req.files.file.name

};

}

console.log( response );

res.end( JSON.stringify( response ) );

});

});

})

var server = app.listen(8081, function () {

var host = server.address().address

var port = server.address().port

console.log("Example app listening at http://%s:%s", host, port)

})

Now accessing HTML document using *http://127.0.0.1:8081/index.htm* will generate following form:

**File Upload:**

Select a file to upload:

NOTE: This is just dummy form and would not work, but it must work at your server.

## Cookies Management

You can send cookies to Node.js server which can handle the using the following middleware option. Following is a simple example to print all the cookies sent by the client.

var express = require('express')

var cookieParser = require('cookie-parser')

var app = express()

app.use(cookieParser())

app.get('/', function(req, res) {

console.log("Cookies: ", req.cookies)

})

app.listen(8081)

# Node.js - RESTful API

## What is REST architecture?

REST stands for REpresentational State Transfer. REST is web standards based architecture and uses HTTP Protocol. It revolves around resource where every component is a resource and a resource is accessed by a common interface using HTTP standard methods. REST was first introduced by Roy Fielding in 2000.

A REST Server simply provides access to resources and REST client accesses and modifies the resources using HTTP protocol. Here each resource is identified by URIs/ global IDs. REST uses various representation to represent a resource like text, JSON, XML but JSON is the most popular one.

### HTTP methods

Following four HTTP methods are commonly used in REST based architecture.

* **GET** - This is used to provide a read only access to a resource.
* **PUT** - This is used to create a new resource.
* **DELETE** - This is used to remove a resource.
* **POST** - This is used to update a existing resource or create a new resource.

## RESTful Web Services

A web service is a collection of open protocols and standards used for exchanging data between applications or systems. Software applications written in various programming languages and running on various platforms can use web services to exchange data over computer networks like the Internet in a manner similar to inter-process communication on a single computer. This interoperability (e.g., communication between Java and Python, or Windows and Linux applications) is due to the use of open standards.

Web services based on REST Architecture are known as RESTful web services. These webservices uses HTTP methods to implement the concept of REST architecture. A RESTful web service usually defines a URI, Uniform Resource Identifier a service, which provides resource representation such as JSON and set of HTTP Methods.

## Creating RESTful for A Library

Consider we have a JSON based database of users having the following users in a file **users.json**:

{

"user1" : {

"name" : "mahesh",

"password" : "password1",

"profession" : "teacher",

"id": 1

},

"user2" : {

"name" : "suresh",

"password" : "password2",

"profession" : "librarian",

"id": 2

},

"user3" : {

"name" : "ramesh",

"password" : "password3",

"profession" : "clerk",

"id": 3

}

}

Based on this information we are going to provide following RESTful APIs.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **S. N.** | **URI** | **HTTP Method** | **POST body** | **Result** |
| 1 | listUsers | GET | empty | Show list of all the users. |
| 2 | addUser | POST | JSON String | Add details of new user. |
| 3 | deleteUser | DELETE | JSON String | Delete an existing user. |
| 4 | :id | GET | empty | Show details of a user. |

I'm keeping most of the part of all the examples in the form of hard coding assuming you already know how to pass values from front end using Ajax or simple form data and how to process them using express **Request** object.

## List Users

Let's implement our first RESTful API **listUsers** using the following code in a server.js file:

var express = require('express');

var app = express();

var fs = require("fs");

app.get('/listUsers', function (req, res) {

fs.readFile( \_\_dirname + "/" + "users.json", 'utf8', function (err, data) {

console.log( data );

res.end( data );

});

})

var server = app.listen(8081, function () {

var host = server.address().address

var port = server.address().port

console.log("Example app listening at http://%s:%s", host, port)

})

Now try to access defined API using *http://127.0.0.1:8081/listUsers* on local machine. This should produce following result:

You can change given IP address when you will put the solution in production environment.

{

"user1" : {

"name" : "mahesh",

"password" : "password1",

"profession" : "teacher",

"id": 1

},

"user2" : {

"name" : "suresh",

"password" : "password2",

"profession" : "librarian",

"id": 2

},

"user3" : {

"name" : "ramesh",

"password" : "password3",

"profession" : "clerk",

"id": 3

}

}

## Add User

Following API will show you how to add new user in the list. Following is the detail of the new user:

user = {

"user4" : {

"name" : "mohit",

"password" : "password4",

"profession" : "teacher",

"id": 4

}

}

You can accept the same input in the form of JSON using Ajax call but for teaching point of view, we are making it hard coded here. Following is the**addUser** API to a new user in the database:

var express = require('express');

var app = express();

var fs = require("fs");

var user = {

"user4" : {

"name" : "mohit",

"password" : "password4",

"profession" : "teacher",

"id": 4

}

}

app.get('/addUser', function (req, res) {

// First read existing users.

fs.readFile( \_\_dirname + "/" + "users.json", 'utf8', function (err, data) {

data = JSON.parse( data );

data["user4"] = user["user4"];

console.log( data );

res.end( JSON.stringify(data));

});

})

var server = app.listen(8081, function () {

var host = server.address().address

var port = server.address().port

console.log("Example app listening at http://%s:%s", host, port)

})

Now try to access defined API using *http://127.0.0.1:8081/addUsers* on local machine. This should produce following result:

{ user1:

{ name: 'mahesh',

password: 'password1',

profession: 'teacher',

id: 1 },

user2:

{ name: 'suresh',

password: 'password2',

profession: 'librarian',

id: 2 },

user3:

{ name: 'ramesh',

password: 'password3',

profession: 'clerk',

id: 3 },

user4:

{ name: 'mohit',

password: 'password4',

profession: 'teacher',

id: 4 }

}

## Show Detail

Now we will implement an API which will be called using user ID and it will display the detail of the corresponding user.

var express = require('express');

var app = express();

var fs = require("fs");

app.get('/:id', function (req, res) {

// First read existing users.

fs.readFile( \_\_dirname + "/" + "users.json", 'utf8', function (err, data) {

users = JSON.parse( data );

var user = users["user" + req.params.id]

console.log( user );

res.end( JSON.stringify(user));

});

})

var server = app.listen(8081, function () {

var host = server.address().address

var port = server.address().port

console.log("Example app listening at http://%s:%s", host, port)

})

Now let's call above service using *http://127.0.0.1:8081/2* on local machine. This should produce following result:

{

"name":"suresh",

"password":"password2",

"profession":"librarian",

"id":2

}

## Delete User

This API is very similar to addUser API where we receive input data through req.body and then based on user ID we delete that user from the database. To keep our program simple we assume we are going to delete user with ID 2.

var express = require('express');

var app = express();

var fs = require("fs");

var id = 2;

app.get('/deleteUser', function (req, res) {

// First read existing users.

fs.readFile( \_\_dirname + "/" + "users.json", 'utf8', function (err, data) {

data = JSON.parse( data );

delete data["user" + 2];

console.log( data );

res.end( JSON.stringify(data));

});

})

var server = app.listen(8081, function () {

var host = server.address().address

var port = server.address().port

console.log("Example app listening at http://%s:%s", host, port)

})

Now let's call above service using *http://127.0.0.1:8081/deleteUser* on local machine. This should produce following result:

{ user1:

{ name: 'mahesh',

password: 'password1',

profession: 'teacher',

id: 1 },

user3:

{ name: 'ramesh',

password: 'password3',

profession: 'clerk',

id: 3 }

}

# Node.js - Scaling Application

As Node.js runs in a single thread mode but it uses an event-driven paradigm to handle concurrency. It also facilitates creation of child processes to leverage parallel processing on multi-core cpu based systems.

Child processes always have three streams **child.stdin**, **child.stdout**, and**child.stderr** which may be shared with the stdio streams of the parent process.

Node provides **child\_process** module which has following three major ways to create child process.

* **exec** - child\_process.exec method runs a command in a shell/console and buffers the output.
* **spawn** - child\_process.spawn launches a new process with a given command
* **fork** - The child\_process.fork method is a special case of the spawn() to create child processes.

## The exec() method

child\_process.exec method runs a command in a shell and buffers the output. It has the following signature:

child\_process.exec(command[, options], callback)

### Parameters

Here is the description of the parameters used:

* **command** String The command to run, with space-separated arguments
* **options** Object may comprise one or more of the following options:
  + **cwd** String Current working directory of the child process
  + **env** Object Environment key-value pairs
  + **encoding** String (Default: 'utf8')
  + **shell** String Shell to execute the command with (Default: '/bin/sh' on UNIX, 'cmd.exe' on Windows, The shell should understand the -c switch on UNIX or /s /c on Windows. On Windows, command line parsing should be compatible with cmd.exe.)
  + **timeout** Number (Default: 0)
  + **maxBuffer** Number (Default: 200\*1024)
  + **killSignal** String (Default: 'SIGTERM')
  + **uid** Number Sets the user identity of the process.
  + **gid** Number Sets the group identity of the process.
* **callback** Function gets three arguments **error**, **stdout** and **stderr**which is called with the following output when process terminates

The exec() method returns a buffer with a max size and waits for the process to end and tries to return all the buffered data at once.

## Example

Let us create two js file named support.js and master.js:

*File: support.js*

console.log("Child Process " + process.argv[2] + " executed." );

*File: master.js*

const fs = require('fs');

const child\_process = require('child\_process');

for(var i=0; i<3; i++) {

var workerProcess = child\_process.exec('node support.js '+i,

function (error, stdout, stderr) {

if (error) {

console.log(error.stack);

console.log('Error code: '+error.code);

console.log('Signal received: '+error.signal);

}

console.log('stdout: ' + stdout);

console.log('stderr: ' + stderr);

});

workerProcess.on('exit', function (code) {

console.log('Child process exited with exit code '+code);

});

}

Now run the master.js to see the result:

$ node master.js

Verify the Output. Server has started

Child process exited with exit code 0

stdout: Child Process 1 executed.

stderr:

Child process exited with exit code 0

stdout: Child Process 0 executed.

stderr:

Child process exited with exit code 0

stdout: Child Process 2 executed.

## The spawn() method

child\_process.spawn method launches a new process with a given command. It has the following signature:

child\_process.spawn(command[, args][, options])

### Parameters

Here is the description of the parameters used:

* **command** String The command to run
* **args** Array List of string arguments
* **options** Object may comprise one or more of the following options:
  + **cwd** String Current working directory of the child process
  + **env** Object Environment key-value pairs
  + **stdio** Array|String Child's stdio configuration
  + **customFds** Array Deprecated File descriptors for the child to use for stdio
  + **detached** Boolean The child will be a process group leader
  + **uid** Number Sets the user identity of the process.
  + **gid** Number Sets the group identity of the process.

The spawn() method returns streams (stdout & stderr) and it should be used when the process returns large amount of data. spawn() starts receiving the response as soon as the process starts executing.

## Example

Create two js file named support.js and master.js:

*File: support.js*

console.log("Child Process " + process.argv[2] + " executed." );

*File: master.js*

const fs = require('fs');

const child\_process = require('child\_process');

for(var i=0; i<3; i++) {

var workerProcess = child\_process.spawn('node', ['support.js', i]);

workerProcess.stdout.on('data', function (data) {

console.log('stdout: ' + data);

});

workerProcess.stderr.on('data', function (data) {

console.log('stderr: ' + data);

});

workerProcess.on('close', function (code) {

console.log('child process exited with code ' + code);

});

}

Now run the master.js to see the result:

$ node master.js

Verify the Output. Server has started

stdout: Child Process 0 executed.

child process exited with code 0

stdout: Child Process 1 executed.

stdout: Child Process 2 executed.

child process exited with code 0

child process exited with code 0

## The fork method

child\_process.fork method is a special case of the spawn() to create Node processes. It has the following signature

child\_process.fork(modulePath[, args][, options])

### Parameters

Here is the description of the parameters used:

* **modulePath** String The module to run in the child
* **args** Array List of string arguments
* **options** Object may comprise one or more of the following options:
  + **cwd** String Current working directory of the child process
  + **env** Object Environment key-value pairs
  + **execPath** String Executable used to create the child process
  + **execArgv** Array List of string arguments passed to the executable (Default: process.execArgv)
  + **silent** Boolean If true, stdin, stdout, and stderr of the child will be piped to the parent, otherwise they will be inherited from the parent, see the "pipe" and "inherit" options for spawn()'s stdio for more details (default is false)
  + **uid** Number Sets the user identity of the process.
  + **gid** Number Sets the group identity of the process.

The fork method returns object with a built-in communication channel in addition to having all the methods in a normal ChildProcess instance.

## Example

Create two js file named support.js and master.js:

*File: support.js*

console.log("Child Process " + process.argv[2] + " executed." );

*File: master.js*

const fs = require('fs');

const child\_process = require('child\_process');

for(var i=0; i<3; i++) {

var worker\_process = child\_process.fork("support.js", [i]);

worker\_process.on('close', function (code) {

console.log('child process exited with code ' + code);

});

}

Now run the master.js to see the result:

$ node master.js

Verify the Output. Server has started

Child Process 0 executed.

Child Process 1 executed.

Child Process 2 executed.

child process exited with code 0

child process exited with code 0

child process exited with code 0
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